Класс ColorMatrix и фильтр ColorMatrixColorFilter

[Фильтр ColorMatrixColorFilter](http://developer.alexanderklimov.ru/android/catshop/colormatrix.php#colormatrixcolorfilter)  
[Метод setScale()](http://developer.alexanderklimov.ru/android/catshop/colormatrix.php#setscale)  
[Метод setSaturation()](http://developer.alexanderklimov.ru/android/catshop/colormatrix.php#setsaturation)  
[Метод setRotate()](http://developer.alexanderklimov.ru/android/catshop/colormatrix.php#setrotate)  
[Метод setConcat()](http://developer.alexanderklimov.ru/android/catshop/colormatrix.php#setconcat)

Фильтр ColorMatrixColorFilter

Фильтр для изменения цвета, использующий значения 4х5 матрицы.

Матрица может иметь следующий вид: 4 строки, в каждой строке по 5 значений:

rR, rG, rB, rA, rT

gR, gG, gB, gA, gT

bR, bG, bB, bA, bT

aR, aG, aB, aA, aT

Допустим, у нас есть некий цвет ARGB. Применим к нему фильтр. Фильтр возьмёт текущее значение цвета и, используя матрицу, вычислит новые значения. Например, новое значение красного (Rn) он посчитает так:

New Red Value = R \* rR + G \* rG + B \* rB + A \* rA + rT

Т.е. значения исходного цвета (R,G,B,A) перемножаем на первые 4 значения (rR, rG, rB, rA) из первой строки матрицы и прибавляем пятое значение (rT) из этой же строки.

Самостоятельно считать ничего не нужно, фильтр сам всё рассчитает. Вы должны только эту матрицу предоставить.

Новое значение зелёного получается аналогично, используя исходные значения RGBA и вторую строку матрицы.

New Green Value = R \* gR + G \* gG + B \* gB + A \* gA + gT

Синий и прозрачность – третья и четвертая строки:

New Blue Value = R \* bR + G \* bG + B \* bB + A \* bA + bT

New Alpha Value = R \* aR + G \* aG + B \* aB + A \* aA + aT

Создать объект **ColorMatrix** можно, используя конструктор без аргументов или перегруженные версии с аргументами.

ColorMatrix colorMatrix = new ColorMatrix();

Созданный объект применяется к объекту **Paint** через фильтр **ColorMatrixColorFilter**:

paint.setColorFilter(new ColorMatrixColorFilter(colorMatrix));

Конструктору без аргументов соответствует матрица:

1 0 0 0 0

0 1 0 0 0

0 0 1 0 0

0 0 0 1 0

Если применить данную матрицу к цвету, то все цвета останутся без изменений.

Для наглядности нарисуем несколько разноцветных квадратиков и один значок, и будем применять к ним фильтры (идея взята с сайта, ссылка на которую приведена в конце статьи).

package ru.alexanderklimov.test;

import android.app.Activity;

import android.content.Context;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.ColorFilter;

import android.graphics.ColorMatrix;

import android.graphics.ColorMatrixColorFilter;

import android.graphics.Paint;

import android.graphics.Rect;

import android.os.Bundle;

import android.view.View;

public class MainActivity extends Activity {

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(new DrawView(this));

}

class DrawView extends View {

private Paint mPaint;

private Rect mRect;

private Bitmap mIcon;

private ColorMatrix mColorMatrix;

private ColorFilter mFilter;

// Матрица

float[] cmData = new float[] {

1, 0, 0, 0, 0,

0, 1, 0, 0, 0,

0, 0, 1, 0, 0,

0, 0, 0, 1, 0 };

public DrawView(Context context) {

super(context);

mRect = new Rect(0, 0, 150, 150);

mPaint = new Paint(Paint.ANTI\_ALIAS\_FLAG);

mPaint.setStyle(Paint.Style.FILL\_AND\_STROKE);

mIcon = BitmapFactory.decodeResource(context.getResources(),

R.drawable.ic\_android\_cat);

mColorMatrix = new ColorMatrix(cmData);

mFilter = new ColorMatrixColorFilter(mColorMatrix);

}

@Override

protected void onDraw(Canvas canvas) {

canvas.drawARGB(80, 102, 204, 255);

canvas.translate(100, 100);

// Выводим объекты

drawObjects(canvas);

// Применяем фильтр

mPaint.setColorFilter(mFilter);

// Выводим эти же объекты чуть ниже с применённым фильтром

canvas.translate(0, 300);

drawObjects(canvas);

}

void drawObjects(Canvas canvas) {

canvas.save();

// Рисуем красный квадрат

mPaint.setColor(Color.RED);

canvas.drawRect(mRect, mPaint);

// Рисуем зелёный квадрат

mPaint.setColor(Color.GREEN);

canvas.translate(220, 0);

canvas.drawRect(mRect, mPaint);

// Рисуем синий квадрат

mPaint.setColor(Color.BLUE);

canvas.translate(220, 0);

canvas.drawRect(mRect, mPaint);

// Рисуем белый квадрат

mPaint.setColor(Color.WHITE);

canvas.translate(220, 0);

canvas.drawRect(mRect, mPaint);

// Выводим значок

canvas.translate(220, 0);

canvas.drawBitmap(mIcon, null, mRect, mPaint);

canvas.restore();

}

}

}

Массив **cmData** содержит значения для матрицы, который мы передаём экземпляру класса **ColorMatrix** - переменной **mColorMatrix**.

Далее подготовленную матрицу передаём фильтру **ColorMatrixColorFilter**. Для применения фильтра используется метод **setColorFilter()**.

В нашем примере фильтр применяется к кисти и мы можем наблюдать за изменениями цветов выводимых фигур.

Сейчас матрица выглядит следующим образом:

1, 0, 0, 0, 0,

0, 1, 0, 0, 0,

0, 0, 1, 0, 0,

0, 0, 0, 1, 0

Если мы возьмем RGBA и применим матрицу, получим следующие результаты:

Rn = R \* 1 + G \* 0 + B \* 0 + A \* 0 + 0 = R

Gn = R \* 0 + G \* 1 + B \* 0 + A \* 0 + 0 = G

Bn = R \*0 + G \* 0 + B \* 1 + A \* 0 + 0 = B

An = R \* 0 + G \* 0 + B \* 0 + A \* 1 + 0 = A

Как видите, новые значения равны исходным. Матрица составлена таким образом, что RGBA-значения любого цвета не изменяются. Запустив пример, вы увидите, что первый и второй ряд фигур идентичны.
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Поменяем матрицу:

float[] cmData = new float[]{

1, 0, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 1, 0};

Новый результат.

![ColorMatrixColorFilter](data:image/png;base64,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)

Изучим, как происходят изменения цвета.

Был красный цвет c RGBA = (255,0,0,255). Применим фильтр:

Rn = 255 \* 1 + 0 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 255

Gn = 255 \* 0 + 0 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 0

Bn = 255 \* 0 + 0 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 0

An = 255 \* 0 + 0 \* 0 + 0 \* 0 + 255 \* 1 + 0 = 255

Новые RGBA-значения получились такими (255,0,0,255) и они совпадают с исходным красным цветом. Поэтому красный квадрат остался без изменений.

Возьмём зелёный цвет. Его значение равно (0,255,0,255). Применяем фильтр:

Rn = 0 \* 1 + 255 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 0

Gn = 0 \* 0 + 255 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 0

Bn = 0 \* 0 + 255 \* 0 + 0 \* 0 + 255 \* 0 + 0 = 0

An = 0 \* 0 + 255 \* 0 + 0 \* 0 + 255 \* 1 + 0 = 255

Новые RGBA-значения зеленого = (0,0,0,255), а это чёрный цвет. Вот почему зелёный квадрат стал чёрным.

Такой же результат получается с синим цветом.

А белый цвет (255,255,255,255) после преобразования получит следующие значения:

Rn = 255 \* 1 + 255 \* 0 + 255 \* 0 + 255 \* 0 + 0 = 255

Gn = 255 \* 0 + 255 \* 0 + 255 \* 0 + 255 \* 0 + 0 = 0

Bn = 255 \* 0 + 255 \* 0 + 255 \* 0 + 255 \* 0 + 0 = 0

An = 255 \* 0 + 255 \* 0 + 255 \* 0 + 255 \* 1 + 0 = 255

Таким образом, белый цвет (255,255,255,255) трансформируется в красный цвет (255,0,0,255).

Применив данный фильтр, мы для всех цветов «обнулили» значения синего (B) и зеленого (G) составляющих и оставили только красную (R) составляющую. Это видно на значке.

Но тут важно понимать одну вещь. Мы не выкрасили всё в красный цвет. Мы полностью убрали зеленый и синий, а красный оставили в том значении, в каком он был. В красном квадрате значение красного было 255. Таким и осталось. В синем и зелёном квадратах значение красного было 0. Таким и осталось.

Если рассматривать значок, видно, что красный неоднородный, где-то светлее, где-то темнее. Т.е. изначально значок была нарисован разными оттенками, в которых были использованы различные RGB-комбинации. Мы в этих комбинациях убрали G и B, оставили только R. Где R был, например 50, остался 50. Где был 150 – остался 150. А G и B теперь везде равен 0.

Давайте настроим матрицу так, чтобы красный везде стал максимальным, независимо от первоначального значения. А синий и зеленый снова обнулим.

float[] cmData = new float[]{

0, 0, 0, 0, 255,

0, 0, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 1, 0};

Мы убрали коэффициент 1 из первого числа первой строки. Теперь новое значение R уже не будет равно старому значение R, умноженному на 1. Теперь оно будет умножаться на 0, но последнее число первой строки равно 255. Оно будет прибавлено к нулю и мы получим полный красный цвет на замену первоначальным оттенкам красного.

Синий и зеленый также станут красными, так как G и B значения мы в них обнулим, а R будет равен 255, т.е. (255,0,0,255).

Результат
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Теперь изменим матрицу так, чтобы обнулялся только синий компонент. Красный и зелёный компоненты останутся неизменными.

float[] cmData = new float[]{

1, 0, 0, 0, 0,

0, 1, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 1, 0};

Получим следующий результат.
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Убрав из синего цвета (0,0,255,255) синий компонент, мы получили чёрный цвет (0,0,0,255).

А убрав из белого цвета (255,255,255,255) синий компонент, мы получили жёлтый цвет (255,255,0,255).

Мы меняли компоненты цветов (RGB), теперь давайте попробуем поменять прозрачность (A). Напомню, что если A = 255, то цвет абсолютно непрозрачен. Если A = 0, то цвет совсем не виден.

float[] cmData = new float[]{

1, 0, 0, 0, 0,

0, 1, 0, 0, 0,

0, 0, 1, 0, 0,

0, 0, 0, 0.3f, 0};

Мы поставили коэффициент 0.3 для вычисления нового значения прозрачности (An = A \* 0.3). Теперь все цвета станут прозрачными на 30% от текущего уровня.
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Можно самостоятельно придумывать собственные комбинации для матрицы. Существуют уже готовые решения. Например, преобразование в чёрно-белый цвет.

float[] cmData = new float[]{

0.3f, 0.59f, 0.11f, 0, 0,

0.3f, 0.59f, 0.11f, 0, 0,

0.3f, 0.59f, 0.11f, 0, 0,

0, 0, 0, 1, 0,};
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Вот ещё одна комбинация, дающая серый цвет.

float[] cmData = new float[]{

0.213f, 0.715f, 0.072f, 0.0f, 0.0f,

0.213f, 0.715f, 0.072f, 0.0f, 0.0f,

0.213f, 0.715f, 0.072f, 0.0f, 0.0f,

0.0f, 0.0f, 0.0f, 1.0f, 0.0f,

};

Как видите, можно играться настройками и добиваться нужных результатов.

Инвертирование цветов

float[] cmData = new float[]{

-1, 0, 0, 0, 255,

0, -1, 0, 0, 255,

0, 0, -1, 0, 255,

0, 0, 0, 1, 0,};
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Метод setScale()

У **ColorMatrix** есть специальный метод **setScale()**, который позволяет указать на какие значения необходимо умножать RGBA значения цвета. В этом случае вам не нужно составлять свою матрицу, а просто указать в параметрах метода коэффициенты для R, G, B и A компонентов. Сама матрица будет иметь вид из первого примера, когда после её применения ничего не изменилось.

Перепишем конструктор

public DrawView(Context context) {

super(context);

mRect = new Rect(0, 0, 150, 150);

mPaint = new Paint(Paint.ANTI\_ALIAS\_FLAG);

mPaint.setStyle(Paint.Style.FILL\_AND\_STROKE);

mIcon = BitmapFactory.decodeResource(context.getResources(),

R.drawable.ic\_android\_cat);

mColorMatrix = new ColorMatrix();

mColorMatrix.setScale(1, 0, 0, 1);

mFilter = new ColorMatrixColorFilter(mColorMatrix);

}

Вместо **new ColorMatrix(cmData)** используем пустой конструктор без указания матрицы **new ColorMatrix()**. А далее вызываем метод, в котором указываем нужные коэффициенты. Параметры (1, 0, 0, 1) соответствуют матрице из второго примера:

float[] cmData = new float[]{

1, 0, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 0, 0,

0, 0, 0, 1, 0};

И мы видим тот же результат.
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Если нужно сделать цвета полупрозрачными для нашего примера, то код был бы:

mColorMatrix.setScale(1, 0, 0, 0.5f);

Проверьте самостоятельно.

Напишем отдельный пример для загрузки изображения из Галереи и применим к нему метод **setScale()**.

Разметка

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity" >

<Button

android:id="@+id/buttonLoadimage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Load Image" />

<ScrollView

android:layout\_width="match\_parent"

android:layout\_height="match\_parent" >

<LinearLayout

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:orientation="vertical" >

<ImageView

android:id="@+id/imageView"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:adjustViewBounds="true"

android:background="@drawable/ic\_android\_cat"

android:scaleType="centerInside" />

<TextView

android:id="@+id/textViewCMScale"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="ColorMatrix Scale" />

<SeekBar

android:id="@+id/seekBarRedScale"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="200"

android:progress="100" />

<SeekBar

android:id="@+id/seekBarGreenScale"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="200"

android:progress="100" />

<SeekBar

android:id="@+id/seekBarBlueScale"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="200"

android:progress="100" />

<SeekBar

android:id="@+id/seekBarAlphaScale"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="200"

android:progress="100" />

</LinearLayout>

</ScrollView>

</LinearLayout>

У компонента **ImageView** задан в качестве фона один из рисунков. При загрузке из Галереи новая картинка закроет фоновый рисунок. Но поменяв прозрачность, вы сможете увидеть фон снова.

Код для активности

package ru.alexanderklimov.test;

import java.io.FileNotFoundException;

import android.app.Activity;

import android.content.Intent;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.ColorMatrix;

import android.graphics.ColorMatrixColorFilter;

import android.graphics.Paint;

import android.net.Uri;

import android.os.Bundle;

import android.view.View;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

import android.widget.TextView;

public class MainActivity extends Activity {

final int RQS\_IMAGE = 1;

private Button mLoadImageButton;

private ImageView mGaleryImageView;

private SeekBar mRedSeekbar, mGreenSeekbar, mBlueSeekbar, mAlphaSeekbar;

private TextView mScaleTextView;

private Uri mSource;

private Bitmap mBitmap;

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mLoadImageButton = (Button) findViewById(R.id.buttonLoadimage);

mGaleryImageView = (ImageView) findViewById(R.id.imageView);

mLoadImageButton.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View v) {

Intent intent = new Intent(

Intent.ACTION\_PICK,

android.provider.MediaStore.Images.Media.EXTERNAL\_CONTENT\_URI);

startActivityForResult(intent, RQS\_IMAGE);

}

});

mScaleTextView = (TextView) findViewById(R.id.textViewCMScale);

mRedSeekbar = (SeekBar) findViewById(R.id.seekBarRedScale);

mGreenSeekbar = (SeekBar) findViewById(R.id.seekBarGreenScale);

mBlueSeekbar = (SeekBar) findViewById(R.id.seekBarBlueScale);

mAlphaSeekbar = (SeekBar) findViewById(R.id.seekBarAlphaScale);

mRedSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

mGreenSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

mBlueSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

mAlphaSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

}

@Override

protected void onActivityResult(int requestCode, int resultCode, Intent data) {

super.onActivityResult(requestCode, resultCode, data);

if (resultCode == RESULT\_OK) {

switch (requestCode) {

case RQS\_IMAGE:

mSource = data.getData();

try {

mBitmap = BitmapFactory

.decodeStream(getContentResolver().openInputStream(

mSource));

mRedSeekbar.setProgress(100);

mGreenSeekbar.setProgress(100);

mBlueSeekbar.setProgress(100);

mAlphaSeekbar.setProgress(100);

loadBitmapScaleColor();

} catch (FileNotFoundException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

}

OnSeekBarChangeListener seekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

loadBitmapScaleColor();

}

};

private void loadBitmapScaleColor() {

if (mBitmap != null) {

int progressScaleRed = mRedSeekbar.getProgress();

int progressScaleGreen = mGreenSeekbar.getProgress();

int progressScaleBlue = mBlueSeekbar.getProgress();

int progressScaleAlpha = mAlphaSeekbar.getProgress();

float scaleRed = (float) progressScaleRed / 100;

float scaleGreen = (float) progressScaleGreen / 100;

float scaleBlue = (float) progressScaleBlue / 100;

float scaleAlpha = (float) progressScaleAlpha / 100;

mScaleTextView.setText("setScale: " + String.valueOf(scaleRed) + ", "

+ String.valueOf(scaleGreen) + ", "

+ String.valueOf(scaleBlue) + ", "

+ String.valueOf(scaleAlpha));

Bitmap bitmapColorScaled = updateScale(mBitmap, scaleRed,

scaleGreen, scaleBlue, scaleAlpha);

mGaleryImageView.setImageBitmap(bitmapColorScaled);

}

}

private Bitmap updateScale(Bitmap src, float rScale, float gScale,

float bScale, float aScale) {

int width = src.getWidth();

int height = src.getHeight();

Bitmap bitmapResult = Bitmap

.createBitmap(width, height, Bitmap.Config.ARGB\_8888);

Canvas canvasResult = new Canvas(bitmapResult);

Paint paint = new Paint();

ColorMatrix colorMatrix = new ColorMatrix();

colorMatrix.setScale(rScale, gScale, bScale, aScale);

ColorMatrixColorFilter filter = new ColorMatrixColorFilter(colorMatrix);

paint.setColorFilter(filter);

canvasResult.drawBitmap(src, 0, 0, paint);

return bitmapResult;

}

}

![ColorMatrix](data:image/png;base64,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)

Метод setSaturation()

Метод **setSaturation()** позволяет управлять насыщенностью цвета. Принимает на вход значения от 0 до 1. Если задать 0, то получим чёрно-белую картинку.

Разметка

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity" >

<Button

android:id="@+id/buttonLoadimage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Load Image" />

<ImageView

android:id="@+id/imageView"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:adjustViewBounds="true"

android:background="@android:color/background\_dark"

android:scaleType="centerInside" />

<TextView

android:id="@+id/textViewSaturation"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Saturation" />

<SeekBar

android:id="@+id/seekBarSaturation"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="512"

android:progress="256" />

</LinearLayout>

Загружаем из галереи рыжего бандита по кличке Рыжик и превращаем его в серого гангстера по кличке Васька.

package ru.alexanderklimov.test;

import java.io.FileNotFoundException;

import android.app.Activity;

import android.content.Intent;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.ColorMatrix;

import android.graphics.ColorMatrixColorFilter;

import android.graphics.Paint;

import android.net.Uri;

import android.os.Bundle;

import android.view.View;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

import android.widget.TextView;

public class MainActivity extends Activity {

final int RQS\_IMAGE = 1;

private Button mLoadImageButton;

private ImageView mGaleryImageView;

private SeekBar mSaturationSeekbar;

private TextView mSaturationTextView;

private Uri mSource;

private Bitmap mBitmap;

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mLoadImageButton = (Button) findViewById(R.id.buttonLoadimage);

mSaturationTextView = (TextView) findViewById(R.id.textViewSaturation);

mGaleryImageView = (ImageView) findViewById(R.id.imageView);

mLoadImageButton.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View v) {

Intent intent = new Intent(

Intent.ACTION\_PICK,

android.provider.MediaStore.Images.Media.EXTERNAL\_CONTENT\_URI);

startActivityForResult(intent, RQS\_IMAGE);

}

});

mSaturationSeekbar = (SeekBar) findViewById(R.id.seekBarSaturation);

mSaturationSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

}

@Override

protected void onActivityResult(int requestCode, int resultCode, Intent data) {

super.onActivityResult(requestCode, resultCode, data);

if (resultCode == RESULT\_OK) {

switch (requestCode) {

case RQS\_IMAGE:

mSource = data.getData();

try {

mBitmap = BitmapFactory.decodeStream(getContentResolver()

.openInputStream(mSource));

mSaturationSeekbar.setProgress(256);

loadSaturationBitmap();

} catch (FileNotFoundException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

}

OnSeekBarChangeListener seekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

loadSaturationBitmap();

}

};

private void loadSaturationBitmap() {

// TODO Auto-generated method stub

if (mBitmap != null) {

int progressSat = mSaturationSeekbar.getProgress();

// Saturation, 0=gray-scale. 1=identity

float saturation = (float) progressSat / 256;

mSaturationTextView.setText("Saturation: "

+ String.valueOf(saturation));

mGaleryImageView.setImageBitmap(updateSaturation(mBitmap,

saturation));

}

}

private Bitmap updateSaturation(Bitmap src, float settingSat) {

int width = src.getWidth();

int height = src.getHeight();

Bitmap bitmapResult = Bitmap

.createBitmap(width, height, Bitmap.Config.ARGB\_8888);

Canvas canvasResult = new Canvas(bitmapResult);

Paint paint = new Paint();

ColorMatrix colorMatrix = new ColorMatrix();

colorMatrix.setSaturation(settingSat);

ColorMatrixColorFilter filter = new ColorMatrixColorFilter(colorMatrix);

paint.setColorFilter(filter);

canvasResult.drawBitmap(src, 0, 0, paint);

return bitmapResult;

}

}
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Метод setRotate()

Пример применения метода **setRotate()**.

Разметка

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity" >

<Button

android:id="@+id/buttonLoadimage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Load Image" />

<ScrollView

android:layout\_width="match\_parent"

android:layout\_height="match\_parent" >

<LinearLayout

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:orientation="vertical" >

<ImageView

android:id="@+id/imageView"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:adjustViewBounds="true"

android:background="@drawable/ic\_android\_cat"

android:scaleType="centerInside" />

<TextView

android:id="@+id/textViewRotate"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Rotate Axis" />

<RadioGroup

android:id="@+id/axisgroup"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="horizontal" >

<RadioButton

android:id="@+id/radioAxisRed"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:checked="true"

android:text="Red" />

<RadioButton

android:id="@+id/radioAxisGreen"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:text="Green" />

<RadioButton

android:id="@+id/radioAxisBlue"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:text="Blue" />

</RadioGroup>

<SeekBar

android:id="@+id/seekBarRotate"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="360"

android:progress="0" />

</LinearLayout>

</ScrollView>

</LinearLayout>

Код

package ru.alexanderklimov.test;

import java.io.FileNotFoundException;

import android.app.Activity;

import android.content.Intent;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.ColorMatrix;

import android.graphics.ColorMatrixColorFilter;

import android.graphics.Paint;

import android.net.Uri;

import android.os.Bundle;

import android.view.View;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.RadioButton;

import android.widget.RadioGroup;

import android.widget.RadioGroup.OnCheckedChangeListener;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

import android.widget.TextView;

public class MainActivity extends Activity {

final int RQS\_IMAGE = 1;

private Button mLoadImageButton;

private ImageView mGaleryImageView;

private SeekBar mRotateSeekbar;

private TextView mRotateTextView;

private RadioGroup mAxisRadioGroup;

private RadioButton mAxisRedRadioButton, mAxisGreenRadioButton,

mAxisBlueRadioButton;

private Uri mSource;

private Bitmap mBitmap;

final int RQS\_IMAGE1 = 1;

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

setTitle("ColorMatrixColorFilter");

mLoadImageButton = (Button) findViewById(R.id.buttonLoadimage);

mGaleryImageView = (ImageView) findViewById(R.id.imageView);

mLoadImageButton.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View v) {

Intent intent = new Intent(

Intent.ACTION\_PICK,

android.provider.MediaStore.Images.Media.EXTERNAL\_CONTENT\_URI);

startActivityForResult(intent, RQS\_IMAGE);

}

});

mRotateTextView = (TextView) findViewById(R.id.textViewRotate);

mRotateSeekbar = (SeekBar) findViewById(R.id.seekBarRotate);

mRotateSeekbar.setOnSeekBarChangeListener(seekBarChangeListener);

mAxisRadioGroup = (RadioGroup) findViewById(R.id.axisgroup);

mAxisRedRadioButton = (RadioButton) findViewById(R.id.radioAxisRed);

mAxisGreenRadioButton = (RadioButton) findViewById(R.id.radioAxisGreen);

mAxisBlueRadioButton = (RadioButton) findViewById(R.id.radioAxisBlue);

mAxisRadioGroup

.setOnCheckedChangeListener(groupOnCheckedChangeListener);

}

@Override

protected void onActivityResult(int requestCode, int resultCode, Intent data) {

super.onActivityResult(requestCode, resultCode, data);

if (resultCode == RESULT\_OK) {

switch (requestCode) {

case RQS\_IMAGE:

mSource = data.getData();

try {

mBitmap = BitmapFactory.decodeStream(getContentResolver()

.openInputStream(mSource));

mAxisRedRadioButton.setChecked(true);

mRotateSeekbar.setProgress(0);

loadRotatedBitmap();

} catch (FileNotFoundException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

}

OnSeekBarChangeListener seekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

loadRotatedBitmap();

}

};

OnCheckedChangeListener groupOnCheckedChangeListener = new OnCheckedChangeListener() {

@Override

public void onCheckedChanged(RadioGroup group, int checkedId) {

loadRotatedBitmap();

}

};

private void loadRotatedBitmap() {

if (mBitmap != null) {

int progressRotation = mRotateSeekbar.getProgress();

float rotationDegree = (float) progressRotation;

if (mAxisRedRadioButton.isChecked()) {

mRotateTextView.setText("setRotate: " + "Red: "

+ String.valueOf(rotationDegree));

mGaleryImageView.setImageBitmap(updateRotation(mBitmap, 0,

rotationDegree));

} else if (mAxisGreenRadioButton.isChecked()) {

mRotateTextView.setText("setRotate: " + "Green: "

+ String.valueOf(rotationDegree));

mGaleryImageView.setImageBitmap(updateRotation(mBitmap, 1,

rotationDegree));

} else if (mAxisBlueRadioButton.isChecked()) {

mRotateTextView.setText("setRotate: " + "Blue: "

+ String.valueOf(rotationDegree));

mGaleryImageView.setImageBitmap(updateRotation(mBitmap, 2,

rotationDegree));

}

}

}

private Bitmap updateRotation(Bitmap src, int axis, float degrees) {

int width = src.getWidth();

int height = src.getHeight();

Bitmap bitmapResult = Bitmap.createBitmap(width, height,

Bitmap.Config.ARGB\_8888);

Canvas canvasResult = new Canvas(bitmapResult);

Paint paint = new Paint();

ColorMatrix colorMatrix = new ColorMatrix();

colorMatrix.setRotate(axis, degrees);

ColorMatrixColorFilter filter = new ColorMatrixColorFilter(colorMatrix);

paint.setColorFilter(filter);

canvasResult.drawBitmap(src, 0, 0, paint);

return bitmapResult;

}

}
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Метод setConcat()

Метод **setConcat()** использует две матрицы. Пример можно найти [здесь](http://android-er.blogspot.ru/2013/09/colormatrixsetconcat-to-combine.html).

Дополнительные материалы

[Android-er: Create Sepia bitmap using ColorMatrix](http://android-er.blogspot.ru/2015/02/create-sepia-bitmap-using-colormatrix.html)

[Android-er: Android example code using ColorFilter](http://android-er.blogspot.ru/2015/10/android-example-code-using-colorfilter.html)

[Android-er: Convert ImageView to black and white, and set brightness, using ColorFilter](http://android-er.blogspot.ru/2015/10/convert-imageview-to-black-and-white.html)